**CONTENT**

|  |  |  |
| --- | --- | --- |
| **DATE** | **WEEK WISE QUESTIONS** | **Page Number** |
|  | **WEEK 1** |  |
| 4/3/22 | Question 1 | 1 |
| 4/3/22 | Algorithm 1 | 2 |
| 4/3/22 | Question 2 | 3 |
| 4/3/22 | Algorithm 2 | 4 |
| 4/3/22 | Question 3 | 5-6 |
| 4/3/22 | Algorithm 3 | 7 |
|  | **WEEK 2** |  |
| 11/3/22 | Question 1 | 8-9 |
| 11/3/22 | Algorithm 1 | 10 |
| 11/3/22 | Question 2 | 11-12 |
| 11/3/22 | Algorithm 2 | 13 |
| 11/3/22 | Question 3 | 14-15 |
| 11/3/22 | Algorithm 3 | 16 |
|  | **WEEK 3** |  |
| 25/3/22 | Question 1 | 17-18 |
| 25/3/22 | Algorithm 1 | 19 |
| 25/3/22 | Question 2 | 20-21 |
| 25/3/22 | Algorithm 2 | 22 |
| 25/3/22 | Question 3 | 23-24 |
| 25/3/22 | Algorithm 3 | 25 |
|  | **WEEK 4** |  |
| 1/4/22 | Question 1 | 26-27 |
| 1/4/22 | Algorithm 1 | 28 |
| 1/4/22 | Question 2 | 29-30 |
| 1/4/22 | Algorithm 2 | 31 |
| 1/4/22 | Question 3 | 32-33 |
| 1/4/22 | Algorithm 3 | 34 |
|  | **WEEK 5** |  |
| 8/4/22 | Question 1 | 35-36 |
| 8/4/22 | Algorithm 1 | 37 |
| 8/4/22 | Question 2 | 38-39 |
| 8/4/22 | Algorithm 2 | 40 |
| 8/4/22 | Question 3 | 41-42 |
| 8/4/22 | Algorithm 3 | 43 |
|  | **WEEK 6** |  |
| 2/5/22 | Question 1 | 44-45 |
| 2/5/22 | Algorithm 1 | 46 |
| 2/5/22 | Question 2 | 47-48 |
| 2/5/22 | Algorithm 2 | 49 |
| 2/5/22 | Question 3 | 50-51 |
| 2/5/22 | Algorithm 3 | 52 |
|  | **WEEK 7** |  |
| 13/5/22 | Question 1 | 53-54 |
| 13/5/22 | Algorithm 1 | 55 |
| 13/5/22 | Question 2 | 56-57 |
| 13/5/22 | Algorithm 2 | 58 |
| 13/5/22 | Question 3 | 59 |
| 13/5/22 | Algorithm 3 | 60 |
|  | **WEEK 8** |  |
| 18/5/22 | Question 1 | 61-62 |
| 18/5/22 | Algorithm 1 | 63 |
| 18/5/22 | Question 2 | 64-65 |
| 18/5/22 | Algorithm 2 | 66 |
| 18/5/22 | Question 3 | 67-68 |
| 18/5/22 | Algorithm 3 | 69 |
|  | **WEEK 9** |  |
| 19/5/22 | Question 1 | 70-71 |
| 19/5/22 | Algorithm 1 | 72 |
| 19/5/22 | Question 2 | 73-74 |
| 19/5/22 | Algorithm 2 | 75 |
| 19/5/22 | Question 3 | 76 |
| 19/5/22 | Algorithm 3 | 77 |
|  | **WEEK 10** |  |
| 28/5/22 | Question 1 | 78 |
| 28/5/22 | Algorithm 1 | 79 |
| 28/5/22 | Question 2 | 80 |
| 28/5/22 | Algorithm 2 | 81 |
| 28/5/22 | Question 3 | 82 |
| 28/5/22 | Algorithm 3 | 83 |
|  | **WEEK 11** |  |
| 28/5/22 | Question 1 | 84 |
| 28/5/22 | Algorithm 1 | 85 |
| 28/5/22 | Question 2 | 86 |
| 28/5/22 | Algorithm 2 | 87 |
| 28/5/22 | Question 3 | 88 |
| 28/5/22 | Algorithm 3 | 89 |

**Week 1**

**Q1) Given an array of nonnegative integers, design a linear algorithm and implement it using a program to find whether given key element is present in the array or not. Also, find total number of comparisons for each input case. (Time Complexity = O(n), where n is the size of input)**

**#include** <bits/stdc++.h>

using **namespace** std;

**int** **main**()

**int** t;

    cin**>>**t;

**while**(t--) {

**int** n, key;

        cin**>>**n;

**int** arr[n];

**for**(**int** i = 0; i < n; i++) {

            cin**>>**arr[i];

        }

        cin**>>**key;

**int** j;

**for**(j = 0; j < n; j++) {

**if**(arr[j] == key) {

                cout**<<**"Present "**<<**j+1**<<**'\n';

**break**;

            }

        }

**if**(j == n) {

            cout**<<**"Not Present "**<<**j**<<**"\n";

        }

    }

}

**OUTPUT**

**![Text

Description automatically generated](data:image/png;base64,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)**

**Q2) Given an already sorted array of positive integers, design an algorithm and implement it using a program to find whether given key element is present in the array or not. Also, find total number of comparisons for each input case. (Time Complexity = O(nlogn), where n is the size of input).**

#include <bits/stdc++.h>

using namespace std;

int main() {

int t;

cin>>t;

while(t--) {

int n, key;

cin>>n;

int arr[n];

for(int i = 0; i < n; i++) {

cin>>arr[i];

}

cin>>key;

int l = 0, h = n - 1;

int i = 0, flag = 0;

while(l <= h) {

int mid = (l + h) / 2;

i++;

if(arr[mid] == key)

{

flag = 1;

cout<<"Present "<<i<<endl;

break;

}

else if(arr[mid] > key) h = mid - 1;

else l = mid + 1;

}

if(!flag) cout<<"Present "<<n/2<<endl;

}

return 0;

}

**OUTPUT**

![Text

Description automatically generated](data:image/png;base64,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)

**Q3) Given an already sorted array of positive integers, design an algorithm and implement it using a program to find whether a given key element is present in the sorted array or not. For an array arr[n], search at the indexes arr[0], arr[2], arr[4],.....,arr[2k] and so on. Once the interval (arr[2k] < key < arr[ 2k+1] ) is found, perform a linear search operation from the index 2k to find the element key. (Complexity < O(n), where n is the number of elements need to be scanned for searching):**

**Jump Search**

**Input format:**

**The first line contains number of test cases, T.**

**For each test case, there will be three input lines.**

**First line contains n (the size of array).**

**Second line contains n space-separated integers describing array.**

**Third line contains the key element that need to be searched in the array.**

**Output format:**

**The output will have T number of lines.**

**For each test case, output will be “Present” if the key element is found in the array, otherwise “Not Present”.**

**Also, for each test case output the number of comparisons required to search the key.**

#include <bits/stdc++.h>

using namespace std;

void jump(int arr[], int n, int key) {

int start = 0, comp = 0, flag = 0;

int end = sqrt(n);

while(arr[end] <= key && end < n) {

comp++;

start = end;

end += sqrt(n);

if(end > n-1) end = n;

}

for(int i=start;i<end;i++) {

if(arr[i] == key) {

flag = true;

break;

}

}

if(flag) cout<<"Present "<<comp<<endl;

else cout<<"Not present"<<endl;

}

int main()

{

int n;

cin>>n;

while(n--)

{

int size;

cin>>size;

int arr[size];

for(int i = 0; i < size; i++) cin>>arr[i];

int key;

cin>>key;

jump(arr, size, key);

}

return 0;

}

**OUTPUT**

![Text
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**Week 2**

**Q1) Given a sorted array of positive integers containing few duplicate elements, design an algorithm and implement it using a program to find whether the given key element is present in the array or not. If present, then also find the number of copies of given key. (Time Complexity = O(log n))**

**Input format:**

**The first line contains number of test cases, T.**

**For each test case, there will be three input lines.**

**First line contains n (the size of array).**

**Second line contains space-separated integers describing array.**

**Third line contains the key element that need to be searched in the array.**

**Output format:**

**The output will have T number of lines.**

**For each test case T, output will be the key element and its number of copies in the array if the key element is present in the array otherwise print “Key not present”.**

#include<iostream>

using namespace std;

int main() {

int n,x;

int count=0;

cout<<"enter the size of array:"<<endl;

cin>>n;

int A[n];

cout<<"\n Enter the element of array:"<<endl;

for(int i=0;i<n;i++)

{

cin>>A[i];

}

cout<<"\n Enter the element you want to search"<<endl;

cin>>x;

for(int i=0;i<n;i++)

{

if(A[i]==x)

{

count++;

}

}

cout<<"The frequency of key element is :"<<count;

return 0;

}

**OUTPUT**
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**Q2) Given a sorted array of positive integers, design an algorithm and implement it using a program to find three indices i, j, k such that arr[i] + arr[j] = arr[k].**

**Input format:**

**The first line contains number of test cases, T.**

**For each test case, there will be two input lines.**

**First line contains n (the size of array).**

**Second line contains space-separated integers describing array.**

**Output:**

**The output will have T number of lines.**

**For each test case T, print the value of i, j and k, if found else print “No sequence found”.**

#include <bits/stdc++.h>

using namespace std;

int main() {

int t;

cin>>t;

while(t--) {

int n;

cin>>n;

int arr[n];

for(int i = 0; i < n; i++)

cin>>arr[i];

vector<int> v;

for(int i = 0; i < n; i++) {

int k = n - 1;

int j = i + 1;

while(j < n && k > j) {

if(arr[i] + arr[j] == arr[k]) {

v.push\_back(i+1);

v.push\_back(j+1);

v.push\_back(k+1);

break;

}

else if(arr[i] + arr[j] > arr[k]) {

j++;

k = n - 1;

}

else k--; }

}

if(v.empty())

cout<<"No sequence found"<<endl;

else {

for(auto it: v) {

cout<<it<<" ";

}

cout<<endl; }

}

}

**OUTPUT**
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**Q3) Given an array of nonnegative integers, design an algorithm and a program to count the number of pairs of integers such that their difference is equal to a given key, K.**

**Input format:**

**The first line contains number of test cases, T.**

**For each test case, there will be three input lines.**

**First line contains n (the size of array).**

**Second line contains space-separated integers describing array. Third line contains the key element.**

**Output format:**

**The output will have T number of lines.**

**For each test case T, output will be the total count i.e., number of times such pair exists.**

#include <bits/stdc++.h>

using namespace std;

int main() {

int t;

cin>>t;

while(t--) {

int n;

cin>>n;

int arr[n];

for(int i = 0; i < n; i++)

cin>>arr[i];

int key;

cin>>key;

sort(arr, arr + n);

int c = 0, l, h;

for(int i = 0; i < n; i++) {

l = i;

h = n - 1;

while(l < h) {

if(arr[h] - arr[l] == key) {

c++;

h--;

l++;

}

else if(arr[h] - arr[l] > key) h--;

else l++;

}

}

cout<<c<<endl;

}

}

**OUTPUT**
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**Week 3**

**Q1) Given an unsorted array of integers, design an algorithm and a program to sort the array using insertion sort. Your program should be able to find number of comparisons and shifts (shifts total number of times the array elements are shifted from their place) required for sorting the array.**

**Input Format:**

**The first line contains number of test cases, T.**

**For each test case, there will be two input lines.**

**First line contains n (the size of array).**

**Second line contains space-separated integers describing array.**

**Output Format:**

**The output will have T number of lines.**

**For each test case T, there will be three output lines.**

**First line will give the sorted array.**

**Second line will give total number of comparisons.**

**Third line will give total number of shift operations required.**

#include<bits/stdc++.h>

using namespace std;

void insertionSort(int a[], int n){

int ctr=0,flag=0;

for(int i=1;i<n;i++){

ctr++;

int j;

j=i-1;

int x=a[i];

while (j>-1 && a[j]>x){

ctr++;

a[j+1]=a[j];

flag++;

j--;

}

a[j+1]=x;

}

for(int i=0;i<n;i++){

cout<<a[i]<<" ";

}

cout<<endl;

cout<<" Shifts = "<<ctr<<endl;

cout<<"Comparison = "<<flag<<endl;

}

int main(){

int n;

cout<<"enter the no. of test cases"<<endl;

cin>>n;

while(n--)

{

int c;

cout<<"enter the no. of elements in an array"<<endl;

cin>>c;

int a[c];

for(int i=0;i<c;i++)

{

cin>>a[i];

}

insertionSort(a,c);

}

}

**OUTPUT**
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**Q2) Given an unsorted array of integers, design an algorithm and implement a program to sort this array using selection sort. Your program should also find number of comparisons and number of swaps required.**

**Input Format:**

**The first line contains number of test cases, T.**

**For each test case, there will be two input lines.**

**First line contains n (the size of array).**

**Second line contains space-separated integers describing array.**

**Output Format:**

**The output will have T number of lines.**

**For each test case T, there will be three output lines.**

**First line will give the sorted array.**

**Second line will give total number of comparisons.**

**Third line will give total number of swaps required.**

#include <iostream>

using namespace std;

void Sel\_Sort(int[], int);

int main()

{

int T;

cin >> T;

for (int i = 0; i < T; i++)

{

int n;

cin >> n;

int A[1000];

for (int j = 0; j < n; j++)

{

cin >> A[j];

}

Sel\_Sort(A, n);

}

}

void Sel\_Sort(int A[], int n)

{

int comp = 0, swaps = 0;

int min, temp = 0;

for (int i = 0; i < n - 1; i++)

{

min = i;

for (int j = i + 1; j < n; j++)

{

comp++;

if (A[min] > A[j])

{

min = j;

}

}

swaps++;

swap(A[min], A[i]);

}

for (int i = 0; i < n; i++)

{

cout << A[i] << " ";

}

cout << "\ncomparisons = " << comp << endl

<< "swaps = " << swaps << endl;

}

**OUTPUT**

**![Text

Description automatically generated](data:image/png;base64,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)**

**Q3) Given an unsorted array of positive integers, design an algorithm and implement it using a program to find whether there are any duplicate elements in the array or not. (use sorting)**

**(Time Complexity = O(n log n))**

**Input Format:**

**The first line contains number of test cases, T.**

**For each test case, there will be two input lines.**

**First line contains n (the size of array).**

**Second line contains space-separated integers describing array.**

**Output Format:**

**The output will have T number of lines.**

**For each test case, output will be 'YES' if duplicates are present otherwise ‘NO’.**

#include<bits/stdc++.h>

using namespace std;

void findDuplicate(int a[], int x)

{

for(int i=0;i<x;i++){

for(int j=i+1;j<x;j++){

if(a[i]==a[j]){

cout<<"YES"<<endl;

}

break;

}

}

cout<<"NO"<<endl;

}

int main(){

int n;

cin>>n;

while(n--){

int x;

cin>>x;

int a[x];

for(int i=0;i<x;i++){

cin>>a[i];

}

findDuplicate(a ,x);

}

}

**OUTPUT**

![Text
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**Week 4**

**Q1) Given an unsorted array of integers, design an algorithm and implement it using a program to sort an array of elements by dividing the array into two subarrays and combining these subarrays after sorting each one of them. Your program should also find number of comparisons and inversions during sorting the array.**

**Input Format: The first line contains number of test cases, T. For each test case, there will be two input lines. First line contains n (the size of array). Second line contains space-separated integers describing array.**

**Output Format: The output will have T number of lines. For each test case T, there will be three output lines. First line will give the sorted array. Second line will give total number of comparisons. Third line will give total number of inversions required.**

#include <bits/stdc++.h>

using namespace std;

int c = 0;

void mergeArray(int arr[], int l, int mid, int h) {

int n1 = mid - l + 1;

int n2 = h - mid;

int a[n1], b[n2];

for(int i = 0; i < n1; i++) {

a[i] = arr[l + i];

}

for(int i = 0; i < n2; i++) {

b[i] = arr[mid + 1 + i];

}

int i = 0, j = 0, k = l;

while(i < n1 && j < n2) {

c++;

if(a[i] <= b[j]) {

arr[k] = a[i];

i++;

}

else {

arr[k] = b[j];

j++;

}

k++;

}

while(i < n1) {

arr[k] = a[i];

i++; k++;

}

while(j < n2) {

arr[k] = b[j];

j++; k++;

}

}

void mergeSort(int arr[], int l, int h) {

if(l < h) {

int mid = l + (h - l) / 2;

mergeSort(arr, l, mid);

mergeSort(arr, mid + 1, h);

mergeArray(arr, l, mid, h);

}

}

void display(int arr[], int n) {

for(int i = 0; i < n; i++) {

cout<<arr[i]<<" ";

}

cout<<endl;

}

int main() {

int t;

cin>>t;

while(t--) {

int n;

cin>>n;

int \*arr = new int[n];

for(int i = 0; i < n; i++) {

cin>>arr[i];

}

mergeSort(arr, 0, n - 1);

display(arr, n);

cout<<"comparisons = "<<c<<endl;

delete []arr;

}

}

**OUTPUT**
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**Q2) Given an unsorted array of integers, design an algorithm and implement it using a program to sort an array of elements by partitioning the array into two subarrays based on a pivot element such that one of the sub array holds values smaller than the pivot element while another sub array holds values greater than the pivot element. Pivot element should be selected randomly from the array. Your program should also find number of comparisons and swaps required for sorting the array.**

**Input Format: The first line contains number of test cases, T. For each test case, there will be two input lines. First line contains n (the size of array). Second line contains space-separated integers describing array.**

**Output Format: The output will have T number of lines. For each test case T, there will be three output lines. First line will give the sorted array. Second line will give total number of comparisons. Third line will give total number of swaps required.**

#include <bits/stdc++.h>

using namespace std;

int c = 0, s = 0;

int partition(int arr[], int l, int h) {

int x = (rand() % (l - h)) + l;

if(h != x) {

s++;

swap(arr[x], arr[h]);

}

int pivot = arr[h];

int i = l - 1;

for(int j = l; j <= h - 1; j++) {

if(arr[j] <= pivot) {

i++;

s++;

swap(arr[i], arr[j]);

}

}

s++;

swap(arr[i + 1], arr[h]);

return i + 1;

}

void quickSort(int arr[], int l, int h) {

if(l < h) {

int pivot = partition(arr, l, h);

quickSort(arr, l, pivot - 1);

quickSort(arr, pivot + 1, h);

}

}

void display(int arr[], int n) {

for(int i = 0; i < n; i++) {

cout<<arr[i]<<" ";

}

cout<<endl;

}

int main() {

int t;

cin>>t;

while(t--) {

int n;

cin>>n;

int \*arr = new int[n];

for(int i = 0; i < n; i++) {

cin>>arr[i];

}

quickSort(arr, 0, n - 1);

display(arr, n);

cout<<"swaps = "<<s<<endl;

}

}

**OUTPUT**
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Description automatically generated](data:image/png;base64,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)

**Q3) Given an unsorted array of integers, design an algorithm and implement it using a program to find Kth smallest or largest element in the array. (Worst case Time Complexity = O(n))**

**Input Format: The first line contains number of test cases, T. For each test case, there will be three input lines. First line contains n (the size of array). Second line contains space-separated integers describing array. Third line contains K.**

**Output Format: The output will have T number of lines. For each test case, output will be the Kth smallest or largest array element. If no Kth element is present, output should be “not present”.**

#include<bits/stdc++.h>

using namespace std;

int main() {

int t;

cin>>t;

while(t--) {

int n;

cin>>n;

int \*arr = new int[n];

for(int i = 0; i < n; i++) {

cin>>arr[i];

}

int k;

cin>>k;

priority\_queue<int> pq;

for(int i = 0; i < k; i++) {

pq.push(arr[i]);

}

for(int i = k; i < n; i++) {

pq.push(arr[i]);

if(pq.size() > k) pq.pop();

}

if(pq.empty()) cout<<"Not present"<<endl;

else cout<<pq.top()<<endl;

delete []arr;

}

}

**OUTPUT**

**![Text

Description automatically generated](data:image/png;base64,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)**

**Week 5**

**Q1) Given an unsorted array of alphabets containing duplicate elements. Design an algorithm and implement it using a program to find which alphabet has maximum number of occurrences and print it. (Time Complexity = O(n)) (Hint: Use counting sort)**

**Input Format: The first line contains number of test cases, T. For each test case, there will be two input lines. First line contains n (the size of array). Second line contains space-separated integers describing array.**

**Output: The output will have T number of lines. For each test case, output will be the array element which has maximum occurrences and its total number of occurrences. If no duplicates are present (i.e. all the elements occur only once), output should be “No Duplicates Present”.**

#include<iostream>

using namespace std;

char findmax(char a[], int n)

{

char m=a[0];

for(int i=1;i<n;i++)

{

if(a[i]>m)

{

m=a[i];

}

}

return m;

}

void count\_sort(char a[],int n)

{

int i,\*c,j,dup,temp;

char max=findmax(a,n);

int m=int(max);

c = new int[m+1];

for(i=0;i<m+1;i++)

{

c[i]=0;

}

for(int i=0;i<n;i++)

{

c[int(a[i])]++;

}

dup=c[i];

for(int i=0;i<m+1;i++)

{

if(c[i]>dup)

{

dup=c[i];

temp=i;

}

}

char ch=(char)temp;

if(dup>1)

{

cout<<ch<<" :"<<dup<<endl;

}

else

{

cout<<"No duplicates found"<<endl;

}

}

int main()

{

int t,n;

cout<<"enter number of test case"<<endl;

cin>>t;

while(t>0)

{

cout<<"enter number of elements in array"<<endl;

cin>>n;

char a[n];

cout<<"enter "<<n<<" number of elements"<<endl;

for(int i=0;i<n;i++)

{

cin>>a[i];

}

count\_sort(a,n);

t--;

}

}

**OUTPUT**
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Description automatically generated](data:image/png;base64,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)

**Q2) Given an unsorted array of integers, design an algorithm and implement it using a program to find whether two elements exist such that their sum is equal to the given key element. (Time Complexity = O(n log n))**

**Input Format: The first line contains number of test cases, T. For each test case, there will be two input lines. First line contains n (the size of array). Second line contains space-separated integers describing array. Third line contains key**

**Output Format: The output will have T number of lines. For each test case, output will be the elements arr[i] and arr[j] such that arr[i]+arr[j] = key if exist otherwise print 'No Such Elements Exist”.**

#include <bits/stdc++.h>

using namespace std;

int main()

{

int t;

cin >>t;

while(t--)

{

int n,sum,flag=0;

cin >> n;

int ar[n];

for(int i=0;i<n;++i)

cin >> ar[i];

cin >> sum;

sort(ar,ar+n);

int a=0,b=n-1;

while(a<b)

{

if(ar[a]+ar[b]>sum)

--b;

else if(ar[a]+ar[b]<sum)

++a;

else

{

cout << ar[a] << "&" << ar[b] << ", ";++a;--b;++flag;

}

}

if(!flag)

cout << "NO Such Pair Exist" << "\n";

}

}

**OUTPUT**
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Description automatically generated](data:image/png;base64,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)

**Q3) You have been given two sorted integer arrays of size m and n. Design an algorithm and implement it using a program to find list of elements which are common to both. (Time Complexity = O(m+n))**

**Input Format: First line contains m (the size of first array). Second line contains m space-separated integers describing first array. Third line contains n (the size of second array). Fourth line contains n space-separated integers describing second array.**

**Output Format: Output will be the list of elements which are common to both.**

#include <bits/stdc++.h>

using namespace std;

int main()

{

int n,m;

cin >> n ;

int ar[n];

for(int i=0;i<n;++i)

cin >> ar[i];

cin >> m;

int ar2[m];

for (int i = 0; i < m; ++i)

cin >> ar2[i];

int a=0,b=0;

while(a<n && b<m)

{

if(ar[a] < ar2[b])

++a;

else if(ar[a] > ar2[b])

++b;

else

{

cout << ar[a] << " ";++a;++b;}

}

cout << "\n";

}

**OUTPUT**

![Text
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**Week 6**

**Q1) Given a (directed/undirected) graph, design an algorithm and implement it using a program to**

**find if a path exists between two given vertices or not. (Hint: use DFS)**

**Input Format:**

**Input will be the graph in the form of adjacency matrix or adjacency list.**

**Source vertex number and destination vertex number is also provided as an input.**

**Output Format:**

**Output will be 'Yes Path Exists' if path exists, otherwise print 'No Such Path Exists'.**

#include <bits/stdc++.h>

using namespace std;

void dfs(vector<int> arr[], int source, int V, bool \*visited)

{

    visited[source] = true;

    for (int i = 0; i < V; i++)

    {

        if (arr[source][i] != 0 && !visited[i])

        {

            dfs(arr, i, V, visited);

        }

    }

}

bool checkPath(vector<int> arr[], int V, int source, int destination)

{

    bool visited[V];

    for (int i = 0; i < V; i++)

        visited[i] = false;

    dfs(arr, source, V, visited);

    return visited[destination];

}

int main()

{

    int n;

    cin >> n;

    vector<int> arr[n];

    int temp;

    for (int i = 0; i < n; i++)

    {

        for (int j = 0; j < n; j++)

        {

            cin >> temp;

            arr[i].push\_back(temp);

        }

    }

    int source, destination;

    cin >> source >> destination;

    if (checkPath(arr, n, source - 1, destination - 1))

    {

        cout << "Yes Path Exists.\n";

    }

    else

    {

        cout << "No Such Path Exists.\n";

    }

    return 0;

}

**OUTPUT**
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**Q2) Given a graph, design an algorithm and implement it using a program to find if a graph is**

**bipartite or not. (Hint: use BFS)**

**Input Format:**

**Input will be the graph in the form of adjacency matrix or adjacency list.**

**Output Format:**

**Output will be 'Yes Bipartite' if graph is bipartite, otherwise print 'Not Bipartite'.**

#include <bits/stdc++.h>

using namespace std;

bool isBipartiteUtil(vector<int> G[], int src, int colorArr[], int V)

{

    colorArr[src] = 1;

    queue<int> q;

    q.push(src);

    while (!q.empty())

    {

        int u = q.front();

        q.pop();

        if (G[u][u] == 1)

            return false;

        for (int v = 0; v < V; ++v)

        {

            if (G[u][v] != 0 && colorArr[v] == -1)

            {

                colorArr[v] = 1 - colorArr[u];

                q.push(v);

            }

            else if (G[u][v] != 0 && colorArr[v] == colorArr[u])

                return false;

        }

    }

    return true;

}

bool isBipartite(vector<int> G[], int V)

{

    int colorArr[V];

    for (int i = 0; i < V; ++i)

        colorArr[i] = -1;

    for (int i = 0; i < V; i++)

        if (colorArr[i] == -1)

            if (isBipartiteUtil(G, i, colorArr, V) == false)

                return false;

    return true;

}

int main()

{

    int n;

    cin >> n;

    vector<int> G[n];

    int temp;

    for (int i = 0; i < n; i++)

    {

        for (int j = 0; j < n; j++)

        {

            cin >> temp;

            G[i].push\_back(temp);

        }

    }

    if (isBipartite(G, n))

    {

        cout << "Yes Bipartite\n";

    }

    else

    {

        cout << "Not Bipartite\n";

    }

    return 0;

}

**OUTPUT**

**![Calendar

Description automatically generated](data:image/png;base64,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)**

**Q3) Given a directed graph, design an algorithm and implement it using a program to find whether**

**cycle exists in the graph or not.**

**Input Format:**

**Input will be the graph in the form of adjacency matrix or adjacency list.**

**Output Format:**

**Output will be 'Yes Cycle Exists' if cycle exists otherwise print 'No Cycle Exists'.**

#include <bits/stdc++.h>

using namespace std;

bool CheckCycle(int node, vector<int> adj[], int vis[], int dfsvis[])

{

    vis[node] = 1;

    dfsvis[node] = 1;

    for (auto it : adj[node])

    {

        if (!vis[it])

        {

            if (CheckCycle(it, adj, vis, dfsvis))

                return true;

        }

        else if (dfsvis[it])

            return true;

    }

    dfsvis[node] = 0;

    return false;

}

bool isCycle(vector<int> adj[], int N)

{

    int vis[N + 1], dfsVis[N + 1];

    memset(vis, 0, sizeof(vis));

    memset(dfsVis, 0, sizeof(dfsVis));

    for (int i = 1; i <= N; i++)

    {

        if (!vis[i])

        {

            if (CheckCycle(i, adj, vis, dfsVis))

                return true;

        }

    }

    return false;

}

int main()

{

    int n, m;

    cin >> n >> m;

    vector<int> adj[n + 1];

    for (int i = 1; i <= m; i++)

    {

        int u, v;

        cin >> u >> v;

        adj[u].push\_back(v);

    }

    if (isCycle(adj, n))

        cout << "Cycle Exists" << endl;

    else

        cout << "No Cycle Exists" << endl;

    return 0;

}

**OUTPUT**

**![Graphical user interface, text, application

Description automatically generated](data:image/png;base64,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)**

**Week 7**

**Q1) After end term examination, Akshay wants to party with his friends. All his friends are living as**

**paying guest and it has been decided to first gather at Akshay’s house and then move towards**

**party location. The problem is that no one knows the exact address of his house in the city.**

**Akshay as a computer science wizard knows how to apply his theory subjects in his real life and**

**came up with an amazing idea to help his friends. He draws a graph by looking into location of**

**his house and his friend’s location (as a node in the graph) on a map. He wishes to find out**

**shortest distance and path covering that distance from each of his friend’s location to his house**

**and then WhatsApp them this path so that they can reach his house in minimum time. Akshay has**

**developed the program that implements Dijkstra’s algorithm but not sure about correctness of**

**results. Can you also implement the same algorithm and verify the correctness of Akshay’s**

**results? (Hint: Print shortest path and distance from friend’s location to Akshay’s house)**

**Input Format:**

**Input will be the graph in the form of adjacency matrix or adjacency list.**

**Source vertex number is also provided as an input.**

**Output Format:**

**Output will contain V lines.**

**Each line will represent the whole path from destination vertex number to source vertex number**

**along with minimum path weight.**

#include<iostream>

#include<bits/stdc++.h>

using namespace std;

int minDisIndex(int \*dis,bool \*vis,int v)

{

int i;

int minDis=INT\_MAX;

int minIndex=-1;

for(i=0;i<v;i++)

{

if(vis[i]==false && dis[i]<=minDis)

{

minDis=dis[i];

minIndex=i;

}

}

return minIndex;

}

void dijkstra(vector<vector<int>> mat,int v,int s)

{

int dis[v];

bool vis[v];

int parent[v];

int i,j;

for(i=0;i<v;i++)

{

dis[i]=INT\_MAX;

vis[i]=false;

parent[i]=-1;

}

dis[s]=0;

parent[s]=s;

for(i=0;i<v;i++)

{

int m=minDisIndex(dis,vis,v);

vis[m]=true;

for(j=0;j<v;j++)

{

if(dis[m]!=INT\_MAX && !vis[j] && mat[m][j])

{

if(dis[j]>dis[m]+mat[m][j])

{

dis[j]=dis[m]+mat[m][j];

parent[j]=m;

}

}

}

}

for(i=0;i<v;i++) {

if(i==s) {

cout<<i+1<<" : "<<dis[i]<<endl;

continue;

}

cout<<i+1;

j=i;

while(parent[j]!=s) {

cout<<" "<<parent[j]+1;

j=parent[j];

}

cout<<" "<<s+1<<" : "<<dis[i]<<endl;

}

}

int main()

{

int i,j;

int v;

cin>>v;

vector<vector<int>> mat(v,vector<int> (v));

for(i=0;i<v;i++)

for(j=0;j<v;j++)

cin>>mat[i][j];

int s;

cin>>s;

dijkstra(mat,v,s-1);

return 0;

}

**OUTPUT**

**![A screen shot of numbers

Description automatically generated with low confidence](data:image/png;base64,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)**

**Q2) Design an algorithm and implement it using a program to solve previous question's problem**

**using Bellman- Ford's shortest path algorithm.**

**Input Format:**

**Input will be the graph in the form of adjacency matrix or adjacency list.**

**Source vertex number is also provided as an input.**

**Output Format:**

**Output will contain V lines.**

**Each line will represent the whole path from destination vertex number to source vertex number**

**along with minimum path weight.**

#include <bits/stdc++.h>

using namespace std;

void calulate(vector<int> &pa, int i)

{

cout << i + 1 << " ";

if (pa[i] >= 0)

calulate(pa, pa[i]);

}

void find\_path(int \*\*graph, int m, int sour)

{

vector<int> dis(m, INT\_MAX), pa(m, -1);

dis[sour] = 0;

for (int ki = 0; ki < m - 1; ki++)

{

for (int i = 0; i < m; i++)

{

for (int j = 0; j < m; j++)

{

if (graph[i][j] != 0)

{

if (dis[j] > dis[i] + graph[i][j])

{

dis[j] = dis[i] + graph[i][j];

pa[j] = i;

}

}

}

}

}

for (int i = 0; i < m; i++)

{

calulate(pa, i);

cout << ": " << dis[i] << endl;

}

}

int main()

{

int m, source, ed;

cin >> m;

int \*\*graph = (int \*\*)malloc(m \* sizeof(int \*));

for (int i = 0; i < m; i++)

graph[i] = (int \*)malloc(m \* sizeof(int));

for (int i = 0; i < m; i++) {

for (int j = 0; j < m; j++) {

cin >> graph[i][j];

}

}

cin >> source;

find\_path(graph, m, source - 1);

}

**OUTPUT**

![A screen shot of a calculator

Description automatically generated with low confidence](data:image/png;base64,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)

**Q3) Given a directed graph with two vertices (source and destination). Design an algorithm and**

**implement it using a program to find the weight of the shortest path from source to destination**

**with exactly k edges on the path.**

**Input Format:**

**First input line will obtain number of vertices V present in the graph.**

**Graph in the form of adjacency matrix or adjacency list is taken as an input in next V lines.**

**Next input line will obtain source and destination vertex number.**

**Last input line will obtain value k.**

**Output Format:**

**Output will be the weight of shortest path from source to destination having exactly k edges.**

**If no path is available, then print “no path of length k is available”.**

#include <bits/stdc++.h>

using namespace std;

int shortest\_weigt(int \*\*graph, int ver, int u, int v, int k)

{

if (k <= 0)

return INT\_MAX;

if (k == 0 && u == v)

return 0;

if (k == 1 && graph[u][v] != INT\_MAX)

return graph[u][v];

int res = INT\_MAX;

for (int i = 0; i < ver; i++) {

if (graph[u][i] != 0 && u != i && v != i) {

int recu = shortest\_weigt(graph, ver, i, v, k - 1);

if (recu != INT\_MAX)

res = min(res, graph[u][i] + recu);

}

}

return res;

}

int main()

{

int ver, u, v, k, ans;

cin >> ver;

int \*\*graph = (int \*\*)malloc(ver \* sizeof(int \*));

for (int i = 0; i < ver; i++)

graph[i] = (int \*)malloc(sizeof(int) \* ver);

for (int i = 0; i < ver; i++)

for (int j = 0; j < ver; j++)

cin >> graph[i][j];

cin >> u >> v >> k;

ans = shortest\_weigt(graph, ver, u - 1, v - 1, k);

cout << "Weight of shortest path from (" << u

<< "," << v << ") with " << k << " edges :" << ans;

}

**OUTPUT**

**![Text
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**Week 8**

**Q1) Assume that a project of road construction to connect some cities is given to your friend. Map of**

**these cities and roads which will connect them (after construction) is provided to him in the form**

**of a graph. Certain amount of rupees is associated with construction of each road. Your friend**

**has to calculate the minimum budget required for this project. The budget should be designed in**

**such a way that the cost of connecting the cities should be minimum and number of roads**

**required to connect all the cities should be minimum (if there are N cities then only N-1 roads**

**need to be constructed). He asks you for help. Now, you have to help your friend by designing an**

**algorithm which will find minimum cost required to connect these cities. (use Prim's algorithm)**

**Input Format:**

**The first line of input takes number of vertices in the graph.**

**Input will be the graph in the form of adjacency matrix or adjacency list.**

**Output Format:**

**Output will be minimum spanning weight**

#include <bits/stdc++.h>

#define ll long long

#define INF INT\_MAX

using namespace std;

int prims(int \*\*arr, int n)

{

vector<bool> visited(n, false);

vector<int> weight(n, INF);

priority\_queue<pair<int, int>, vector<pair<int, int>>, greater<pair<int, int>>> min\_heap;

int src = 0;

weight[src] = 0;

min\_heap.push(make\_pair(weight[src], src));

while (!min\_heap.empty())

{

int u = min\_heap.top().second;

min\_heap.pop();

if (!visited[u])

{

visited[u] = true;

for (int v = 0; v < n; ++v)

{

if (!visited[v] && arr[u][v] != 0 && arr[u][v] < weight[v])

{

weight[v] = arr[u][v];

min\_heap.push(make\_pair(weight[v], v));

}

}

}

}

int sum = 0;

for (auto i : weight)

sum += i;

return sum;

}

int main()

{

int n;

cin >> n;

int \*\*arr;

arr = (int \*\*)malloc(n \* sizeof(int \*));

for (int i = 0; i < n; ++i)

arr[i] = (int \*)malloc(n \* sizeof(int));

for (int i = 0; i < n; ++i)

for (int j = 0; j < n; ++j)

cin >> arr[i][j];

cout << "Minimum spanning weight : " << prims(arr, n);

return 0;

}

**OUTPUT**
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**Q2) Assume that a project of road construction to connect some cities is given to your friend. Map of**

**these cities and roads which will connect them (after construction) is provided to him in the form**

**of a graph. Certain amount of rupees is associated with construction of each road. Your friend**

**has to calculate the minimum budget required for this project. The budget should be designed in**

**such a way that the cost of connecting the cities should be minimum and number of roads**

**required to connect all the cities should be minimum (if there are N cities then only N-1 roads**

**need to be constructed). He asks you for help. Now, you have to help your friend by designing an**

**algorithm which will find minimum cost required to connect these cities. (use Kruskal algorithm)**

**Input Format:**

**The first line of input takes number of vertices in the graph.**

**Input will be the graph in the form of adjacency matrix or adjacency list.**

**Output Format:**

**Output will be minimum spanning weight**

#include <bits/stdc++.h>

#define NIL -1

using namespace std;

int findParent(vector<int> parent, int u)

{

if (parent[u] < 0)

return u;

return findParent(parent, parent[u]);

}

bool UnionByWeight(vector<int> &parent, int u, int v)

{

int pu = findParent(parent, u);

int pv = findParent(parent, v);

if (pu != pv)

{

if (parent[pu] <= parent[pv])

{

parent[pu] += parent[pv];

parent[pv] = pu;

}

else

{

parent[pv] += parent[pu];

parent[pu] = pv;

}

return true;

}

return false;

}

int kruskals(int \*\*graph, int n)

{

vector<pair<int, pair<int, int>>> G;

for (int i = 0; i < n; ++i)

for (int j = 0; j < n; ++j)

if (graph[i][j] != 0)

G.push\_back(make\_pair(graph[i][j], make\_pair(i, j)));

sort(G.begin(), G.end());

vector<int> parent(n, NIL);

int s = 0;

for (auto i : G)

{

int u = i.second.first;

int v = i.second.second;

int w = i.first;

if (UnionByWeight(parent, u, v))

s += w;

}

return s;

}

int main()

{

int n;

cin >> n;

int \*\*graph;

graph = (int \*\*)malloc(n \* sizeof(int \*));

for (int i = 0; i < n; ++i)

graph[i] = (int \*)malloc(n \* sizeof(int));

for (int i = 0; i < n; ++i)

for (int j = 0; j < n; ++j)

cin >> graph[i][j];

cout << "Minimum spanning weight : " << kruskals(graph, n) << endl;

return 0;

}

**OUTPUT**
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**Q3) Assume that same road construction project is given to another person. The amount he will earn**

**from this project is directly proportional to the budget of the project. This person is greedy, so he**

**decided to maximize the budget by constructing those roads who have highest construction cost.**

**Design an algorithm and implement it using a program to find the maximum budget required for**

**the project.**

**Input Format:**

**The first line of input takes number of vertices in the graph.**

**Input will be the graph in the form of adjacency matrix or adjacency list.**

**Output Format:**

**Out will be maximum spanning weight.**

#include <bits/stdc++.h>

#define NIL -1

using namespace std;

int findParent(vector<int> parent, int u)

{

if (parent[u] < 0)

return u;

return findParent(parent, parent[u]);

}

bool UnionByWeight(vector<int> &parent, int u, int v)

{

int pu = findParent(parent, u);

int pv = findParent(parent, v);

if (pu != pv)

{

if (parent[pu] <= parent[pv])

{

parent[pu] += parent[pv];

parent[pv] = pu;

}

else

{

parent[pv] += parent[pu];

parent[pu] = pv;

}

return true;

}

return false;

}

int kruskals(int \*\*graph, int n)

{

vector<pair<int, pair<int, int>>> G;

for (int i = 0; i < n; ++i)

for (int j = 0; j < n; ++j)

if (graph[i][j] != 0)

G.push\_back(make\_pair(graph[i][j], make\_pair(i, j)));

sort(G.begin(), G.end(), greater<pair<int, pair<int, int>>>());

vector<int> parent(n, NIL);

int s = 0;

for (auto i : G)

{

int u = i.second.first;

int v = i.second.second;

int w = i.first;

if (UnionByWeight(parent, u, v))

s += w;

}

return s;

}

int main()

{

int n;

cin >> n;

int \*\*graph;

graph = (int \*\*)malloc(n \* sizeof(int \*));

for (int i = 0; i < n; ++i)

graph[i] = (int \*)malloc(n \* sizeof(int));

for (int i = 0; i < n; ++i)

for (int j = 0; j < n; ++j)

cin >> graph[i][j];

cout << "Minimum spanning weight : " << kruskals(graph, n) << endl;

return 0;

}

**OUTPUT**

**![Text
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**Week 9**

**Q1) Given a graph, design an algorithm and implement it using a program to implement Floyd-**

**Warshall all pair shortest path algorithm.**

**Input Format:**

**The first line of input takes number of vertices in the graph.**

**Input will be the graph in the form of adjacency matrix or adjacency list. If a direct edge is not**

**present between any pair of vertex (u,v), then this entry is shown as AdjM[u,v] = INF.**

**Output Format:**

**Output will be shortest distance matrix in the form of V X V matrix, where each entry (u,v)**

**represents shortest distance between vertex u and vertex v.**

#include <bits/stdc++.h>

using namespace std;

int main()

{

int n, i, j, k, w;

cin >> n;

int graph[n][n];

string temp;

for (i = 0; i < n; i++)

{

for (j = 0; j < n; j++)

{

cin >> temp;

if (temp != "INF")

{

graph[i][j] = stoi(temp);

} else {

graph[i][j] = 1e8;

}

}

}

for (k = 0; k < n; k++)

{

for (i = 0; i < n; i++)

{

for (j = 0; j < n; j++)

{

if (graph[i][k] + graph[k][j] < graph[i][j])

{

graph[i][j] = graph[i][k] + graph[k][j];

}

}

}

}

cout << "The shortest path matrix: " << endl;

for (i = 0; i < n; i++)

{

for (j = 0; j < n; j++)

{

if(graph[i][j] >= 1e8) cout << "INF";

else cout << graph[i][j];

cout << " ";

}

cout << endl;

}

return 0;

}

**OUTPUT**
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Description automatically generated](data:image/png;base64,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)**

**Q2) Given a knapsack of maximum capacity w. N items are provided each having its own value and weight. You have to design and algorithm and implement it using a program to find the list of the selected items such that the final selected content has weight w and has maximum value. You can take fractions of items i.e. the items can be broken into smaller pieces so that you have to carry only a fraction xi of items i, where 0<xi<1.**

**Input Format:**

**First input line will take number of items N which are provided.**

**Second input line will contain N space-separated array containing weights of all N items.**

**Third input will contain N space-separated array containing values of all N items.**

**Last line of input will take the maximum capacity w of knapsack.**

**Output Format:**

**First output line will give maximum value that can be achieved.**

**Next line of output will give list of items selected along with their fraction of amount which has been taken.**

#include <bits/stdc++.h>

using namespace std;

int main()

{

int n;

cin >> n;

vector<double> items(n);

vector<double> val(n);

vector<vector<double>> job;

for (int i = 0; i < n; i++)

{

cin >> items[i];

}

for (int i = 0; i < n; i++)

{

cin >> val[i];

job.push\_back({val[i] / items[i], items[i], (double)(i + 1)});

}

double k;

cin >> k;

sort(job.rbegin(), job.rend());

vector<pair<double, double>> ls;

float profit = 0;

for (int i = 0; i < n; i++)

{

if (job[i][1] >= k)

{

profit += k \* job[i][0];

ls.push\_back(make\_pair(k, job[i][2]));

break;

}

else

{

profit += job[i][1] \* job[i][0];

}

ls.push\_back(make\_pair(job[i][1], job[i][2]));

k = k - job[i][1];

}

cout << "Maximum Value : " << profit << endl;

cout << "Item - Weight" << endl;

for (auto it : ls)

cout << it.second << " - " << it.first << endl;

return 0;

}

**OUTPUT**
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**Q3) Given an array of elements. Assume arr[i] represents the size of file i. Write an algorithm and a program to merge all these files into single file with minimum computation. For given two files A and B with sizes m and n, computation cost of merging them is O(m+n). (Hint: use greedy approach)**

**Input Format:**

**First line will take the size n of the array.**

**Second line will take array s an input**

**Output Format:**

**Output will be minimum computation cost required to merge all elements of array.**

#include <bits/stdc++.h>

using namespace std;

int main()

{

int n;

cin >> n;

vector<int> a(n);

for (int i = 0; i < n; i++)

{

cin >> a[i];

}

priority\_queue<int, vector<int>, greater<int>> minheap;

for (int i = 0; i < n; i++) {

minheap.push(a[i]);

}

int ans = 0;

while (minheap.size() >1)

{

int e1 = minheap.top();

minheap.pop();

int e2 = minheap.top();

minheap.pop();

ans += e1 + e2;

minheap.push(e1 + e2);

}

cout << ans;

return 0;

}

**OUTPUT**
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**Week 10**

**Q1) Given a list of activities with their starting time and finishing time. Your goal is to select maximum number of activities that can be performed by a single person such that selected activities must be non-conflicting. Any activity is said to be non-conflicting if starting time of an activity is greater than or equal to the finishing time of the other activity. Assume that a person can only work on a single activity at a time.**

**Input Format:**

**First line of input will take number of activities N.**

**Second line will take N space-separated values defining starting time for all the N activities.**

**Third line of input will take N space-separated values defining finishing time for all the N**

**activities.**

**Output Format:**

**Output will be the number of non-conflicting activities and the list of selected activities.**

#include<bits/stdc++.h>

using namespace std;

int main() {

int n;

cin>>n;

int i,s[n],f[n];

for(i=0;i<n;i++)

cin>>s[i];

for(i=0;i<n;i++)

cin>>f[i];

vector<vector<int>> a;

vector<int> act;

for(i=0;i<n;i++)

a.push\_back({f[i],s[i],i+1});

sort(a.begin(),a.end());

int e=INT\_MIN,c=0;

for(i=0;i<n;i++)

{

if(a[i][1]>=e)

{

e=a[i][0];

c++;

act.push\_back(a[i][2]);

}

}

cout<<"No. of non-conflicting activities : "<<c<<endl;

cout<<"List of selected activities : ";

for(i=0;i<act.size();i++)

cout<<act[i]<<",";

return 0;

}

**OUTPUT**

**![Text
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**Q2) Given a long list of tasks. Each task takes specific time to accomplish it and each task has a deadline associated with it. You have to design an algorithm and implement it using a program to find maximum number of tasks that can be completed without crossing their deadlines and also find list of selected tasks.**

**Input Format:**

**First line will give total number of tasks n.**

**Second line of input will give n space-separated elements of array representing time taken by each task.**

**Third line of input will give n space-separated elements of array representing deadline associated with each task.**

**Output Format:**

**Output will be the total number of maximum tasks that can be completed.**

#include<bits/stdc++.h>

using namespace std;

int main()

{

int n;

cin>>n;

int i,t[n],f[n];

for(i=0;i<n;i++)

cin>>t[i];

for(i=0;i<n;i++)

cin>>f[i];

vector<vector<int>> a;

vector<int> act;

for(i=0;i<n;i++)

a.push\_back({f[i],f[i]-t[i],i+1});

sort(a.begin(),a.end());

int e=INT\_MIN,c=0;

for(i=0;i<n;i++)

{

if(a[i][1]>=e)

{

e=a[i][0];

c++;

act.push\_back(a[i][2]);

}

}

sort(act.begin(),act.end());

cout<<"Max number of tasks : "<<c<<endl;

cout<<"Selected task Numbers : ";

for(i=0;i<act.size();i++)

cout<<act[i]<<",";

return 0;

}

**OUTPUT**
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**Q3) Given an unsorted array of elements, design an algorithm and implement it using a program to find whether majority element exists or not. Also find median of the array. A majority element is an element that appears more than n/2 times, where n is the size of array.**

**Input Format:**

**First line of input will give size n of array.**

**Second line of input will take n space-separated elements of array.**

**Output Format:**

**First line of output will be 'yes' if majority element exists, otherwise print 'no'.**

**Second line of output will print median of the array.**

#include<bits/stdc++.h>

using namespace std;

int main()

{

int n;

cin>>n;

int i,a[n],c,j;

for(i=0;i<n;i++)

cin>>a[i];

bool f=0;

sort(a,a+n);

for(i=0;i<n;i++)

{

c=1;

j=i+1;

while(j<n && a[j++]==a[i])

c++;

if(c>n/2)

{

cout<<"yes\n";

f=1;

break;

}

i=j-1;

}

if(f==0)

cout<<"no\n";

if(n%2!=0)

cout<<a[n/2];

else

cout<<((float)a[n/2]+a[n/2-1])/2;

return 0;

}

**OUTPUT**

**![Text
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**Week 11**

**Q1) Given a sequence of matrices, write an algorithm to find most efficient way to multiply these matrices together. To find the optimal solution, you need to find the order in which these matrices should be multiplied.**

**Input Format:**

**First line of input will take number of matrices n that you need to multiply.**

**For each line i in n, take two inputs which will represent dimensions aXb of matrix i.**

**Output Format:**

**Output will be the minimum number of operations that are required to multiply the list of**

**matrices.**

#include<bits/stdc++.h>

using namespace std;

long matChainOrder(int \*p,int n) {

int m[n][n];

int i,j,k,l,q;

for(i=1;i<n;i++)

m[i][i]=0;

for(l=2;l<n;l++)

{

for(i=1;i<n-l+1;i++)

{

j=i+l-1;

m[i][j]=INT\_MAX;

for(k=i;k<=j-1;k++)

{

q=m[i][k]+m[k+1][j]+p[i-1]\*p[k]\*p[j];

if(q<m[i][j])

m[i][j]=q;

}

}

}

return m[1][n-1];

}

int main()

{

int n;

cin>>n;

int p[n+1];

for(int i=0;i<n;i++)

{

cin>>p[i]>>p[i+1];

}

cout<<matChainOrder(p,n+1);

return 0;

}

**OUTPUT**

![Graphical user interface, application

Description automatically generated](data:image/png;base64,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)

**Q2) Given a set of available types of coins. Let suppose you have infinite supply of each type of coin.**

**For a given value N, you have to Design an algorithm and implement it using a program to find number of ways in which these coins can be added to make sum value equals to N.**

**Input Format:**

**First line of input will take number of coins that are available.**

**Second line of input will take the value of each coin.**

**Third line of input will take the value N for which you need to find sum.**

**Output Format:**

**Output will be the number of ways.**

#include<bits/stdc++.h>

using namespace std;

int main()

{

int n,amt;

cin>>n;

int i,j,a[n];

for(i=0;i<n;i++)

cin>>a[i];

cin>>amt;

int ans[amt+1];

for(i=1;i<=amt;i++)

ans[i]=0;

ans[0]=1;

for(j=0;j<n;j++)

{

for(i=1;i<=amt;i++)

{

if(a[j]<=i)

ans[i]+=(ans[i-a[j]]);

}

}

cout<<ans[amt];

return 0;

}

**OUTPUT**

**![Graphical user interface

Description automatically generated with low confidence](data:image/png;base64,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)**

**Q3) Given a set of elements, you have to partition the set into two subsets such that the sum of elements in both subsets is same. Design an algorithm and implement it using a program to solve this problem.**

**Input Format:**

**First line of input will take number of elements n present in the set.**

**Second line of input will take n space-separated elements of the set.**

**Output Format:**

**Output will be 'yes' if two such subsets found otherwise print 'no'.**

#include<bits/stdc++.h>

using namespace std;

int main() {

int n;

cin>>n;

int i,j,a[n];

for(i=0;i<n;i++)

cin>>a[i];

int sum=0;

for(i=0;i<n;i++)

sum+=a[i];

if(sum%2!=0)

{

cout<<"no";

return 0;

}

sum=sum/2;

bool s[n+1][sum+1];

for(i=0;i<=n;i++)

{

for(j=0;j<=sum;j++)

{

if(j==0)

s[i][j]=1;

else if(i==0)

s[i][j]=0;

else

{

if(a[i-1]>j)

s[i][j]=s[i-1][j];

else

s[i][j]=(s[i-1][j] || s[i-1][j-a[i-1]]);

}

}

}

if(s[n][sum])

cout<<"yes";

else

cout<<"no";

return 0;

}

**OUTPUT**

![Text

Description automatically generated](data:image/png;base64,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)